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ABSTRACT 

In recent advances of Wireless Sensor Networks (WSNs) have given rise to many application 

areas in daily life. Reliability plays a key role in the performance of any large-scale WSNs application. 

WSNs reliability must consider several design factors, viz. coverage, connectivity, lifetime, etc. 

However, connectivity remains the most fundamental factor especially in a large scale harsh 

environment. It is based on finding minimum paths or spanning trees, need a less memory and 

computational time. In this paper, we explore the problem of enumeration of these minimum paths that 

can be suitable method further evaluation of reliability for WSNs. 

KEYWORDS:  Wireless sensor networks, Spanning trees enumeration,  Global Reliability Evaluation  

INTRODUCTION  

As the cost and size of sensor devices are decreasing fast, the application areas of wireless sensor 

networks have also expanded rapidly. Wireless sensor devices that can be used to actively monitor human 

activities have garnered great research interest in recent years. Demand of wearable wireless devices has 

been on the rise recently. The major application domains [1, 2] are home and office, control and 

automation, logistics and transportation, environmental monitoring, healthcare, security and surveillance, 

tourism and leisure, education and training and entertainment. Typical possible application scenarios may 

include digitally equipped homes,  manufacturing process monitoring, vehicle tracking and detection, and 

monitoring inventory control.  

But before the WSN revolution can truly take place, it is critical that communication among these 

smart sensors be reliable and dependable. Any network outage or loss of transmitted data can decrease the 

users trust on the system. With the growing dependency of the information and communication 

technology on wireless networks, network reliability becomes one of the important metric for the 

successful design, planning and deployment of WSN. The degree to which WSN is able to provide the 

required services needs to be quantitatively assessed by defining proper measurable quantities. These 

measurable quantities are called the network reliability measures. The typical network reliability problem 

is to calculate the probability that an all set of nodes or k set of nodes can send or receive data with each 

other for a given period of time in certain environmental conditions. 
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  Wilkov [3] first suggested the evaluation of overall network reliability by using the concepts of 

terminal pair reliability, i.e.,by finding all possible paths between each of the n (n-1)/2 node pairs. Fratta 

and Montanari [4] also proposed an approximate method based on decomposition technique for all-

terminal reliability assessment, but these methods are impracticable for real time communication sensor 

networks. Considering links failure probabilities and using an adjacency/connection matrix, Jain and 

Gopal [5] proposed a method for evaluation of all-terminal reliability for complex systems. Hardy et. al. 

[6] suggested a binary decision diagram based approach for reliability evaluation. Using spanning trees 

and SDP concept with disjoint grouping approach is one of the good ways of evaluating reliability 

measures can be found in Chaturvedi and Misra [7]. AboElFotoh et. al. [8] performed a factoring 

algorithm for WSNs based on algebraic connectivity graph. Like other factoring algorithms, it essentially 

has exponential complexity. Too many redundant computations from isomorphic sub-networks make this 

algorithm less efficient.  

Reference [9, 10] gives different taxonomy to classify sensor networks according to 

communication functions, data delivery models, and network dynamics. It proposes that communication 

within WSN can be conceptually classified into two categories: application and infrastructure. Application 

communication relates to the transfer of sensed data about the phenomenon whereas infrastructure 

communication relates to the delivery of configuration and maintenance data which includes the several 

design factors, viz. coverage, connectivity, lifetime, etc.  In this paper, we present a connectivity based 

reliability measures for only static sensor networks i.e. an initial phase of infrastructure communication is 

needed to set up the network. Furthermore, if the sensors are energy-constrained, there will be additional 

communication for reconfiguration.    

PROBLEM STATEMENT 

In this paper, we consider the problem of modeling, enumeration of spanning trees and evaluating the 

connectivity oriented reliability of WSNs. We define the WSN reliability as the probability that exist an 

operating communication path between the sink node, and at least one operational sensor in a target 

cluster. Due to unique features of WSNs, the reliability evaluation of WSN faces a combination of 

challenges that are not common to the traditional networks. Several factors contribute to the difficulty of 

WSN reliability measures and evaluation; 

• Wireless sensor nodes are generally densely deployed. The complexity of the reliability evaluation 

increases sharply as the number of nodes increases to the order of hundreds of nodes [11]. 

Therefore traditional approaches cannot directly apply to WSN. 

• The topology of WSN can change due to the duty cycle adjustment of power-constrained sensor 

nodes. Sensor nodes are scheduled to sleep provided that the remaining set of active nodes can still 

maintain the required sensing coverage and network connectivity. 

• There are different approaches suggested in the literature to solve reliability evaluation problems 

involving exact analytical calculation, lower and upper bound construction, and simulation.    
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To perform exact analytical reliability analysis of such WSNs in order to make the problem of computing 

probabilistic connectedness there are following major assumptions in our analysis: 

• The first assumption is related with statistical independence of edge failures. The assumption, 

edge failures are statistically independent, implies that the probability of a link being operational is 

not dependent on the states of the other links in the network. The inherent assumption here is that 

the link failures are caused by random events which affect all links individually.  

• The second assumption is that the perfectly reliable nodes, i.e., their probability of failure is almost 

zero or insignificant.  Much of the development in the area of network reliability measurement is 

presented under the assumption of perfectly reliable nodes. 

PROPOSED ALGORITHM 

The algorithm has been implemented in the JAVA. For reader’s benefit, each step of the algorithm has 

been illustrated with suitable example. The proposed algorithm has been implemented in two sections. 

First section of the algorithm defines the initialization part and rest of the section implies the 

connectedness of the network. Finally the Step# 8 provides all spanning tree for g-reliability evaluation. 

Abbreviations And Acronyms 

G  reliability graph 

g  sub-graph 

V  set of vertices 

E  set of edge 

S  source node 

I [ ] [ ]  incidence matrix of reliability graph 

A [ ] [ ]  adjacency matrix of sub-graph  

STATUS [ ]  vector for storing visited node  

Algorithms 

Step # 1: [Initialize] Label all the node of communication network from 1 to N and all the link from 1 to 

M, where N is the number of node and M is the number of link between the nodes. 

Step # 2: Represent the network with incidence matrix I. 

Step #3: Generate all possible combination of link MCN-1 with N-1 link out of M link. 

Step # 4: Repeat step #5 to step# 7 until the link combination list is empty. 

Step # 5: Create the sub graph by taking the entire node (N) and add the N-1 link from reading link 

combination list. 
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Step # 6: Generate an adjacency matrix A corresponding to sub-graph. 

 Step# 7:  Call Graph_connectivity (g (V, E), s), apply to the sub graph. 

a) for  all node  v   do      

  /* Check the status of all node in Sub graph*/ 

if  (STATUS[v]=3 )  then  Store the sub graph as Spanning tree and Go to step# 4. 

b) Else reject this combination of link (Sub graph). Go to step# 4. 

c) End of step # 4 loop 

 Step# 8: Display all spanning tree generated in step #7 (a). 

Step # 9: Exit. 

Procedure graph_connectivity (g (V, E), s) 

The graph_connectivity is a sub-algorithm which is used to check the connectivity of a sub graph. 

This algorithm visit all the node of sub graph and store the visited status in data structure array, 

STATUS[]. If the graph_connectivity ( ) visited all the node of the graph, Graph is connected otherwise 

graph is disconnected. 

The general idea behind this algorithm beginning at a start node A is as follows. First we examine the 

starting node A. Then we examine each node v along a path P which begins at A; that is, we process a 

neighbor of A, then a neighbor of a neighbor of A, and so on. After coming to a “dead end” that is, to the 

end of path P, we backtrack on P until we can continue along another path P’ and so on. A field STATUS 

is used to tell us the current status of a node. 

During the execution of our algorithms, each node v of G will be in one of three states, called the 

status of v, as follows: 

STATUS [vi ] ←1: (Ready state) The initial state of the node N. 

STATUS [vi] ←2: (Waiting state) The node is in stack, waiting to be processed. 

STATUS [vi] ←3: (Processed state.) The Node v has been processed. 

Step #1: Initialize all the node to ready state [STATUS[v]←1 

Step #2: call Push(STACK, s)  ;  

/* push() used to insert the vertex  on the top of the stack where  STACK [1,-- n] be an array 

implementation of stack, s is the starting  vertex/* 

                Set STATUS[s] ←2; 

Step # 3: While stack is not empty  

Step # 4:  call Pop(STACK, v )  
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/* Remove the  top node of stack an become  visited node N */ 

                  set STATUS [v] ←3;   /* visited  node*/ 

Step #5: for  each neighbor of processed node v 

a) if (STATUS [next node]= 1)   

  /*ready State of the node*/ 

then call PUSH(STACK, v) ;       

   /* insert the adjacent node of N to the top of the stack*/  

Set STATUS[v] ←2 ;          /*waiting State*/ 

b) If (STATUS [next node]= 2) 

Call  Pop( STACK, top) ;                    

 /*delete the current node from the stack*/ 

Set STATUS [v] ←3; 

call PUSH(STACK, v)  /*Insert the Adjacent node of v which have  STATUS[v] ←1 */ 

c) If  STATUS[next node]= 3 processed state, ignore the vertex. 

               END for 

               END while 

Step # 6: END graph connectivity 

Push( ) and Pop( ) 

Let STACK[1:n] be an array implementation of stack and top be a variable recording the current top of 

stack position. top is initialized to 0. v is the node to be pushed in to the stack.  n is the maximum capacity 

of the stack. 

Procedure PUSH (STACK, v) 

 Step #1:   if (top= n ) then stack is full; 

 Step#2:    else { top←top+1; 

 Step#3:     STACK[top] ←v;  }                /* store node a top element of stack*/ 

  Step #4:       END PUSH 

Procedure POP ( STACK , item ) 

Step#1:    if  (top==0) then Stack is empty; 

Step#2 :   else { item=STACK[top]; 

Step#3:     top← top-1; 

Step#4:    End POP 
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FLOW CHART 
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Prepare the Incidence Matrix which Represent the 
real Network and Initialize counter=0 

Generate the all possible combination (ECn-1) of edge 
 

Prepare the Adjacent matrix which represents the Sub 
Graph having the n-1 edges  

For all node set  STATUS[  ]=1 

Read the combination of edges one by one 
Set Counter=counter+1; 

 

 If for all node STATUS[]=3 

Store the combination as Spanning Tree 

F 
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POP the Node from the top of stack and decrease the 
top by 1 using top--  and set Status[]=3 

Until stack is not empty 

Counter<= 
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Push (stack, s) Push the source node to Stack and set 
the STATUS[]=2 

Push the neighboring node of previous remove node 
from the stack and increase the top by using top++ 
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ILLUSTRATION OF PROPOSED ALGORITHMS 

Consider a 6-node, 9-link network with its adjacency matrix shown in Figure 3. The step by step 

enumeration of spanning trees and their corresponding degree vectors are explain in the following steps: 

Step # 1   Label all the node and branches in any arbitrary manner 

     
 
 
    
     
 
     
 
 

Figure 3:  A six node nine link mesh network 
 
Step # 2 Construct the incidence matrix for the graph as shown in Figure 2 and find the minimum degree 

node. 

 

I = 

1

2

3

4

5

6

   

0 0 0 0 0 0 0 1 1

1 0 1 1 0 0 0 0 0

0 1 1 0 1 1 0 0 0

0 0 0 1 1 0 0 1 1

0 0 0 0 0 1 1 0 1

1 1 0 0 0 0 0 0 0

 
 
 
 
 
 
 
 
 

 

                  

Step # 3 Generate the combination of branches (combination having n-1 branches)  

                                            Combination               

1.

2.

3.

4.

5.    

1 2 3 6 7

1 3 5 6 7

1 2 3 4 7

1 3 4 5 7

3 6 7 8 9 
 
Step# 4 Repeat the  Step#5  to Step# 7 until the combination list is empty. 

Step# 5 & Step#6 Create the sub graph by reading the combination from the combination list and 

represent the sub graph by Adjacency Matrix 

Example (a) Consider the combination 1, 2, 5, 6, 8 and its corresponding adjacent matrix is given below 
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A = 

1

2

3

4

5

6

   

0 1 1 0 0 0

1 0 0 0 0 0

1 0 0 1 1 0

0 0 1 0 0 1

0 0 1 0 0 0

0 0 0 1 0 0

 
 
 
 
 
 
 
 
   

Step#7: Graph_connectivity (g (V, E), s), 

a) Initially Stack is empty and i.e initial state of the   node is ‘1’ means node are ready to process.  

STACK= Ф ,   top←0,    STATUS [ ] = {1, 1, 1, 1, 1, 1}  

b)    Push the node ‘1’ to the stack and increase the Value of   

        top by 1. i.e top←top+1  and   STATUS [1] ←2 

       STACK: 1     top←1      STATUS [ ]   = {2, 1, 1, 1, 1, 1}  

                                                         

c) POP the node ‘1’ from the stack and decrease the top by 1 i.e. top=0 by top=top-1 and STATUS[1] 

←2  and then push on to stack all the neighbors of ‘1’(those that have Status ←1)  and increase the 

top of the stack  

SET the STATUS [2] ←2 and STATUS [3] ←2                                                                                                            

                                          

STACK: 2, 3  top←2  STATUS [ ] = {3, 2, 2, 1, 1} 

d) Pop the top node ‘3’ from the stack and decrease the top by 1 i.e. top←1 by top←top-1 and set 

STATUS [3]=3 and then push on stack to all the neighbors of ‘3’(those that have status=1) and 

change the status of neighbor node of  

‘3’. The neighboring node  of node 3  

                                               
is ‘4’ and ‘5’  and increase the  top of the stack by top←top+1 

6 

1 

2 

3 

4 

5 

6 

 

8 

5 

1 

2 

6 

1 

2 

3 

4 

5 

6 

 

8 

5 

1 

2 

6 

1 

2 

3 

4 

5 

6 

 

8 

5 

1 

2 

2 4 

1 

3 5 

6 

1 

2 

5 

6

8 
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       SET STATUS [4] ←2 and STATUS [5] ←2 

       STACK: 2, 4, 5   top←3  STATUS [ ] ← {3, 2, 3, 2, 2, 1}  

e) Pop the top node ‘5’ from stack and decrease top by 1 i.e. top←2 by top←top-1 and set STATUS [5] 

←3 and then push all neighbor of ‘5’ (those that have status =1) but in this case there is no 

neighboring node of ‘5’ who have status 1. 

      Now STACK: 2, 4, top←2  STATUS [ ] = {3,2, 3, 2, 3, 1} 

 
f) Now Pop the top node ‘4’ from the stack and decrease top by 1 i.e. top←1 by top←top-1 and set 

STATUS [4] ←3.Then push the neighbors node of ‘4’ (those that have status =1). The neighbor node  

of ‘4’ is ‘6’ and increase the top by 1 i.e. top←top+1  STATUS [6] ← 2      

 

 

STACK: 2, 6,       top←2      STATUS [] = {3, 2, 3, 3, 3, 2}. 

g)  Now Pop the top node ‘6’ from the stack and decrease the top by 1 i.e. top=1 by top=top-1  set  

STATUS[6]=3 of the node from 2 to 3 and push the neighbor node of ‘6’(those that have status 1) 

but there is no neighboring node  of ‘6’ 

     Now   STACK: 2, top←1 STATUS [ ] = {3, 2, 3, 3, 3, 3}   

                                                                     
h) Pop the top node ‘2’ from the stack and decrease the top by 1 i.e. top←0 by top←top-1 Set STATUS 

[2] ←3 and push the neighbor node of ‘2’ (those that have status 1) but there is no neighboring node 

of ‘6’ who have status 1. 

 

STACK: Ф     top←0      STATUS [ ] = {3, 3, 3, 3, 3, 3}        

 

                                                                                                                  
 

STACK is now empty and every node in STATUS [ ] is 3.  
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Step 7(a): Store the sub graph as a Spanning tree 

Example (b)  Consider the combination 1, 2, 3, 5, 6 and its corresponding adjacent matrix is given 

below: 

                  
            
      and its corresponding adjacent  matrix 

A = 

1

2

3

4

5

6

   

0 1 1 0 0 0

1 0 1 0 0 0

1 1 0 1 1 0

0 0 1 0 0 1

0 0 1 0 0 0

0 0 0 0 0 0

 
 
 
 
 
 
 
 
   

Step#7: Graph_connectivity (g (V, E), s) 

a) Initially Stack is empty and i.e initial state of the   node is ‘1’ means node are ready to process.  

STACK= Ф,   top←0, STATUS [ ] = {1, 1, 1, 1, 1, 1} 

b) Push the node ‘1’ to the stack and increase the Value of top by 1. i.e top←top+1 and  Status[1] ←2 

                                               

        STACK: 1   top←1   STATUS [ ]   = {2, 1, 1, 1, 1, 1}  

POP the node ‘1’ from the stack and decrease the top by 1 i.e. top=0 by top=top-1 and STATUS[1] ←2  

and then push on to stack all 

 
 

                               
 
 

c) the neighbors of ‘1’(those that have Status ←1)  and increase the top of the stack 

       SET the STATUS [2] ←2 and STATUS [3] ←2 

       STACK: 2, 3 top←2        STATUS [ ] =  {3, 2, 2, 1, 1, 1}  
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d) Pop the top node ‘3’ from the stack and decrease the top by 1 i.e. top←1 by top←top-1 and set 

STATUS [3] =3 and then push on stack to all the neighbors of ‘3’ (those that have status=1) and 

change the status of neighbor node of ‘3’. The neighboring node  of node 3 is ‘4’ and ‘5’  and 

increase the  top of the stack by top←top+1 

Set  STATUS [4] ←2     and          STATUS [5] ←2 

STACK: 2, 4, 5  top←3   STATUS [ ] ← {3, 2, 3, 2, 2, 1}  

                     

e) Pop the top node ‘5’ from stack and decrease top by 1 i.e. top←2 by top←top-1 and set STATUS [5] 

←3 and then push all neighbor of ‘5’ (those that have status =1) but in this case there is no 

neighboring node of ‘5’ who have status 1. 

                                                     

       Now STACK : 2, 4         top←2   

        STATUS [ ] = {3, 2, 3, 2, 3, 1} 

f) Now Pop the top node ‘4’ from the stack and decrease top by 1 i.e. top←1 by top←top-1 and set 

STATUS [4] ←3. Then push the neighbors node of ‘4’(those that have status =1).  

       STACK: 2, top←1    STATUS [ ] = {3, 2, 3, 3, 3, 1} 

                                                    

Pop the top node ‘2’ from the stack and decrease the top by 1 i.e. top←0 by top←top-1 Set STATUS [2] 

←3 and push the neighbor node of ‘2’ (those that have status 1) but there 

g) is no neighboring node of ‘6’ who have status 1. 

       STACK: Ф     top←0  STATUS [ ] = {3, 3, 3, 3, 3, 1} 

                                                     

       The STACK is now empty and every node in STATUS [ ] 

        is not 3 
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Step#7(b) Reject this sub graph. It is not a spanning tree 

EXPERIMENTAL RESULTS 

Authors have applied the proposed algorithm to several networks taken from the literature of varied 

complexities, and verified the reliability obtained by other researchers. Experimental results on several 

networks taken for this study from the published work. Among them, the results of comparison all 

spanning trees for few networks (shown in Figure 5.1 – Figure 5.7) [12, 13] are provided in Table 5.1 to 

show the efficacy of the algorithm and proposed framework to evaluate global reliability using 

connectivity criterion. Besides, Table 5.1 also provides the enumeration time of each network with 

reliability. 

 

      

Figure 5.1: 6N9L                     FIGURE 5.2: 7N10L 
 

 

 

FIGURE 5.3: 8N11L                             FIGURE 5.4: 8N12L 

 

 

 

FIGURE 5.5: 8N13L                                 FIGURE 5.6: 9N14L 
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S.N. Network Number of 
Spanning 
trees 
(disjoint 
terms in 
reliability 
expression) 

Algorithm[14]  Proposed 
Algorithm 
Computation 
time  

all-terminal 
Reliability for p 
= 0.9  

1 6N9L 81 (81) 4.8x10-3   µs 4.6x10-6 µs 0.993 263 229 

2 7N10L 96 (96) 6.3 x10-2 µs 6.2 x10-5 µs 0.972 218 165 

3 8N11L 168(168) 9.5 x10-2 µs 9.4 x10-5 µs 0.969 699 135 

4 8N12L 247(247) 1.1 x10-1 µs 1.07 x10-4 µs 0.971 153 157 

5 8N13L 576(576) 1.8x10-1 µs 1.72 x10-4 µs 0.991 942 810 

6 9N14L 647(647) 5.7x10-1 µs 5.0 x10-4 µs 0.970 104 348 

7 15N25L 111866 0370.93 µs 130.23 µs 0.9965432 

8 16N27L 580309 1599.975 µs 789.84 µs 0.9800674 

9 17N30L 2215933 11698.5 µs 78902.34 µs 0.9678342 

 

Computation time can be changed a bit depend on the window environment. We have tried ten times for 

each benchmark and computation time in Table 5.1 is the average of them 

CONCLUSIONS 

For a full utilization of facilities available in any system, a simple and efficient method for 

enumeration of all spanning trees has been proposed for evaluating the global reliability of sensor 

networks. The proposed method is conceptually simple and computationally efficient for all-terminal 

reliability evaluation of large complex sensor networks and requires less computer memory and 

computational efforts as compared to other spanning trees based existing methods. Moreover, all 

methods of reliability computation are known to be computationally intractable or NP-hard, which make 

it difficult to compare the technique from the aspect of time or memory complexity. 
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